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## Lab 2

In this class, we will go through the dplyr package in R.

## Introduction to dplyr

### Pipe Operator

In computation, we often have to chain multiple operations together. Consider a toy example. We want to calculate:

Try and write it as is in the following code chunk:

atan(sin(exp(gamma(1))))

[1] 0.3897659

However, as you may notice, this is difficult to read and error-prone (imagine counting parentheses whenever you write codes!).

In mathematics, we chain operations by composition:

In R specifically, we have the pipe operator %>%, provided by the magrittr package. It allows you write the above as:

library(magrittr)  
x <- 1  
x %>% gamma %>% exp %>% sin %>% atan

[1] 0.3897659

The pipe %>% takes the expression on its LHS, and pass it as the FIRST argument to the function on the RHS.

It’s helpful to read %>% as “and then”. We applied the gamma function, and then the exponential function, and then the sine function, so on and so forth . . .

You can also supply additional arguments for piped functions (that the pipe feed into). As an example:

x <- c(1, 2, 3, NA)  
x %>% max(na.rm=T) #is the same as

[1] 3

max(x,na.rm=T)

[1] 3

Amongst the readers familiar with Object Oriented Programming, compare this with method chaining techniques.

As of the time of writing, R is considering implementing a native pipe operator.

### Tidyverse collection of packages

* From the tidyverse website: The tidyverse is an opinionated collection of R packages designed for data science. All packages share an underlying design philosophy, grammar, and data structures.
* tidyverse packages help to steamline the data cleansing and exploring process and also smooth out some quirks of R.
* It is not a single package but a collection of packages. We will introduce them judiciously as we need them.
* dplyr (pronounced d-plier) is a package designed for cleansing and manipulating a data set. It is an amalgamation of “data frames” and the package plyr. Pliers, of course, are handy tools to have.
* We will look at the 5 main functions: mutate, select, filter, group\_by and arrange. For full potential of the package, you are encouraged to look at its documentation.
* Although not compulsory, you are encouraged to try recreating all examples in these notes in base R.

### Dplyr - mutate

* The general syntax is: mutate(dataset, output\_column = f(input\_columns))
* output\_column will be added in as a new column in the dataset. If there is already a column named output\_column, it will be overwritten.
* f is a function returning a vector of the same length. The length preservation is important - since the output will be pushed into the data frame
* As demonstration, we will consider the two built-in data sets in R: mtcars and iris. For demo purposes, there are no benefits gained from working on a large data sets. Worry not, you will be given a “proper” data set to work with.

Let’s take a look at the mtcars as an example:

head(mtcars)

mpg cyl disp hp drat wt qsec vs am gear carb  
Mazda RX4 21.0 6 160 110 3.90 2.620 16.46 0 1 4 4  
Mazda RX4 Wag 21.0 6 160 110 3.90 2.875 17.02 0 1 4 4  
Datsun 710 22.8 4 108 93 3.85 2.320 18.61 1 1 4 1  
Hornet 4 Drive 21.4 6 258 110 3.08 3.215 19.44 1 0 3 1  
Hornet Sportabout 18.7 8 360 175 3.15 3.440 17.02 0 0 3 2  
Valiant 18.1 6 225 105 2.76 3.460 20.22 1 0 3 1

* The row names are not actually part of the data frame. It is stored as an additional attributes. The technical implication is that this information might be lost if fed to a function that doesn’t preserve attributes. For instance:

# Load the 'dplyr' package. The 'warn.conflicts = FALSE' option ensures that   
# no warning messages are printed when there are naming conflicts with other packages.  
library(dplyr, warn.conflicts = FALSE)

Warning: package 'dplyr' was built under R version 4.2.3

# 'as\_tibble' converts the given dataset (in this case, 'mtcars') into a tibble,   
# which is a modern version of data frames in R provided by the 'tibble' package.   
# Tibbles are more user-friendly and have some advantages over traditional data frames.  
as\_tibble(mtcars) %>%  
# Display the first 6 rows of the resulting tibble.  
head()

# A tibble: 6 × 11  
 mpg cyl disp hp drat wt qsec vs am gear carb  
 <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 21 6 160 110 3.9 2.62 16.5 0 1 4 4  
2 21 6 160 110 3.9 2.88 17.0 0 1 4 4  
3 22.8 4 108 93 3.85 2.32 18.6 1 1 4 1  
4 21.4 6 258 110 3.08 3.22 19.4 1 0 3 1  
5 18.7 8 360 175 3.15 3.44 17.0 0 0 3 2  
6 18.1 6 225 105 2.76 3.46 20.2 1 0 3 1

**Q: What does warn.conflicts - FALSE and as\_tibble mean? Comment your description in the code above.**

* We want to create a new column in the data frame that stores the column name. This is done simply by:

mutate(mtcars, modelNames = rownames(mtcars)) %>% head(n=2)

mpg cyl disp hp drat wt qsec vs am gear carb modelNames  
Mazda RX4 21 6 160 110 3.9 2.620 16.46 0 1 4 4 Mazda RX4  
Mazda RX4 Wag 21 6 160 110 3.9 2.875 17.02 0 1 4 4 Mazda RX4 Wag

Within a function call, <- and = are not equivalent. Strange behavior might result. Please copy the code above and see what happens :)

# mutate(mtcars, modelNames <- rownames(mtcars)) %>% head(n=2)  
  
# Here, you've used the assignment operator (<-) instead of the equals sign. What this does is it assigns the row names of the mtcars dataset to a new variable modelNames in the global environment, not within the mutate function. As a result, the mutate function doesn't actually add a new column, and you'll just get the original mtcars dataset without any modifications.  
#   
# Using <- within function calls like this can lead to confusing outcomes and is generally considered bad practice. Always use = when specifying arguments or making assignments within function calls.

* mutate and other dplyr functions are designed to work seamlessly with the pipe operator - so let’s do just that.
* For another example, suppose that you suspect that mpg is a linear function of the square root of disp. Let us create a column for that:

mtcars %>% mutate(root\_disp = sqrt(disp))

mpg cyl disp hp drat wt qsec vs am gear carb  
Mazda RX4 21.0 6 160.0 110 3.90 2.620 16.46 0 1 4 4  
Mazda RX4 Wag 21.0 6 160.0 110 3.90 2.875 17.02 0 1 4 4  
Datsun 710 22.8 4 108.0 93 3.85 2.320 18.61 1 1 4 1  
Hornet 4 Drive 21.4 6 258.0 110 3.08 3.215 19.44 1 0 3 1  
Hornet Sportabout 18.7 8 360.0 175 3.15 3.440 17.02 0 0 3 2  
Valiant 18.1 6 225.0 105 2.76 3.460 20.22 1 0 3 1  
Duster 360 14.3 8 360.0 245 3.21 3.570 15.84 0 0 3 4  
Merc 240D 24.4 4 146.7 62 3.69 3.190 20.00 1 0 4 2  
Merc 230 22.8 4 140.8 95 3.92 3.150 22.90 1 0 4 2  
Merc 280 19.2 6 167.6 123 3.92 3.440 18.30 1 0 4 4  
Merc 280C 17.8 6 167.6 123 3.92 3.440 18.90 1 0 4 4  
Merc 450SE 16.4 8 275.8 180 3.07 4.070 17.40 0 0 3 3  
Merc 450SL 17.3 8 275.8 180 3.07 3.730 17.60 0 0 3 3  
Merc 450SLC 15.2 8 275.8 180 3.07 3.780 18.00 0 0 3 3  
Cadillac Fleetwood 10.4 8 472.0 205 2.93 5.250 17.98 0 0 3 4  
Lincoln Continental 10.4 8 460.0 215 3.00 5.424 17.82 0 0 3 4  
Chrysler Imperial 14.7 8 440.0 230 3.23 5.345 17.42 0 0 3 4  
Fiat 128 32.4 4 78.7 66 4.08 2.200 19.47 1 1 4 1  
Honda Civic 30.4 4 75.7 52 4.93 1.615 18.52 1 1 4 2  
Toyota Corolla 33.9 4 71.1 65 4.22 1.835 19.90 1 1 4 1  
Toyota Corona 21.5 4 120.1 97 3.70 2.465 20.01 1 0 3 1  
Dodge Challenger 15.5 8 318.0 150 2.76 3.520 16.87 0 0 3 2  
AMC Javelin 15.2 8 304.0 150 3.15 3.435 17.30 0 0 3 2  
Camaro Z28 13.3 8 350.0 245 3.73 3.840 15.41 0 0 3 4  
Pontiac Firebird 19.2 8 400.0 175 3.08 3.845 17.05 0 0 3 2  
Fiat X1-9 27.3 4 79.0 66 4.08 1.935 18.90 1 1 4 1  
Porsche 914-2 26.0 4 120.3 91 4.43 2.140 16.70 0 1 5 2  
Lotus Europa 30.4 4 95.1 113 3.77 1.513 16.90 1 1 5 2  
Ford Pantera L 15.8 8 351.0 264 4.22 3.170 14.50 0 1 5 4  
Ferrari Dino 19.7 6 145.0 175 3.62 2.770 15.50 0 1 5 6  
Maserati Bora 15.0 8 301.0 335 3.54 3.570 14.60 0 1 5 8  
Volvo 142E 21.4 4 121.0 109 4.11 2.780 18.60 1 1 4 2  
 root\_disp  
Mazda RX4 12.649111  
Mazda RX4 Wag 12.649111  
Datsun 710 10.392305  
Hornet 4 Drive 16.062378  
Hornet Sportabout 18.973666  
Valiant 15.000000  
Duster 360 18.973666  
Merc 240D 12.111978  
Merc 230 11.865918  
Merc 280 12.946042  
Merc 280C 12.946042  
Merc 450SE 16.607227  
Merc 450SL 16.607227  
Merc 450SLC 16.607227  
Cadillac Fleetwood 21.725561  
Lincoln Continental 21.447611  
Chrysler Imperial 20.976177  
Fiat 128 8.871302  
Honda Civic 8.700575  
Toyota Corolla 8.432082  
Toyota Corona 10.959015  
Dodge Challenger 17.832555  
AMC Javelin 17.435596  
Camaro Z28 18.708287  
Pontiac Firebird 20.000000  
Fiat X1-9 8.888194  
Porsche 914-2 10.968136  
Lotus Europa 9.751923  
Ford Pantera L 18.734994  
Ferrari Dino 12.041595  
Maserati Bora 17.349352  
Volvo 142E 11.000000

* The input part can contain multiple columns, as in the following example. The calculations are nonsensical, but they demonstrate the technique at a mechanical level:

mtcars %>% mutate(outputCol = mpg + cyl\*disp)

mpg cyl disp hp drat wt qsec vs am gear carb  
Mazda RX4 21.0 6 160.0 110 3.90 2.620 16.46 0 1 4 4  
Mazda RX4 Wag 21.0 6 160.0 110 3.90 2.875 17.02 0 1 4 4  
Datsun 710 22.8 4 108.0 93 3.85 2.320 18.61 1 1 4 1  
Hornet 4 Drive 21.4 6 258.0 110 3.08 3.215 19.44 1 0 3 1  
Hornet Sportabout 18.7 8 360.0 175 3.15 3.440 17.02 0 0 3 2  
Valiant 18.1 6 225.0 105 2.76 3.460 20.22 1 0 3 1  
Duster 360 14.3 8 360.0 245 3.21 3.570 15.84 0 0 3 4  
Merc 240D 24.4 4 146.7 62 3.69 3.190 20.00 1 0 4 2  
Merc 230 22.8 4 140.8 95 3.92 3.150 22.90 1 0 4 2  
Merc 280 19.2 6 167.6 123 3.92 3.440 18.30 1 0 4 4  
Merc 280C 17.8 6 167.6 123 3.92 3.440 18.90 1 0 4 4  
Merc 450SE 16.4 8 275.8 180 3.07 4.070 17.40 0 0 3 3  
Merc 450SL 17.3 8 275.8 180 3.07 3.730 17.60 0 0 3 3  
Merc 450SLC 15.2 8 275.8 180 3.07 3.780 18.00 0 0 3 3  
Cadillac Fleetwood 10.4 8 472.0 205 2.93 5.250 17.98 0 0 3 4  
Lincoln Continental 10.4 8 460.0 215 3.00 5.424 17.82 0 0 3 4  
Chrysler Imperial 14.7 8 440.0 230 3.23 5.345 17.42 0 0 3 4  
Fiat 128 32.4 4 78.7 66 4.08 2.200 19.47 1 1 4 1  
Honda Civic 30.4 4 75.7 52 4.93 1.615 18.52 1 1 4 2  
Toyota Corolla 33.9 4 71.1 65 4.22 1.835 19.90 1 1 4 1  
Toyota Corona 21.5 4 120.1 97 3.70 2.465 20.01 1 0 3 1  
Dodge Challenger 15.5 8 318.0 150 2.76 3.520 16.87 0 0 3 2  
AMC Javelin 15.2 8 304.0 150 3.15 3.435 17.30 0 0 3 2  
Camaro Z28 13.3 8 350.0 245 3.73 3.840 15.41 0 0 3 4  
Pontiac Firebird 19.2 8 400.0 175 3.08 3.845 17.05 0 0 3 2  
Fiat X1-9 27.3 4 79.0 66 4.08 1.935 18.90 1 1 4 1  
Porsche 914-2 26.0 4 120.3 91 4.43 2.140 16.70 0 1 5 2  
Lotus Europa 30.4 4 95.1 113 3.77 1.513 16.90 1 1 5 2  
Ford Pantera L 15.8 8 351.0 264 4.22 3.170 14.50 0 1 5 4  
Ferrari Dino 19.7 6 145.0 175 3.62 2.770 15.50 0 1 5 6  
Maserati Bora 15.0 8 301.0 335 3.54 3.570 14.60 0 1 5 8  
Volvo 142E 21.4 4 121.0 109 4.11 2.780 18.60 1 1 4 2  
 outputCol  
Mazda RX4 981.0  
Mazda RX4 Wag 981.0  
Datsun 710 454.8  
Hornet 4 Drive 1569.4  
Hornet Sportabout 2898.7  
Valiant 1368.1  
Duster 360 2894.3  
Merc 240D 611.2  
Merc 230 586.0  
Merc 280 1024.8  
Merc 280C 1023.4  
Merc 450SE 2222.8  
Merc 450SL 2223.7  
Merc 450SLC 2221.6  
Cadillac Fleetwood 3786.4  
Lincoln Continental 3690.4  
Chrysler Imperial 3534.7  
Fiat 128 347.2  
Honda Civic 333.2  
Toyota Corolla 318.3  
Toyota Corona 501.9  
Dodge Challenger 2559.5  
AMC Javelin 2447.2  
Camaro Z28 2813.3  
Pontiac Firebird 3219.2  
Fiat X1-9 343.3  
Porsche 914-2 507.2  
Lotus Europa 410.8  
Ford Pantera L 2823.8  
Ferrari Dino 889.7  
Maserati Bora 2423.0  
Volvo 142E 505.4

### Dplyr - select

* In insurance, you often have enormous data sets with tens or even hundreds of columns, many of which might be irrelevant.
* You can use the select function to retain only the desired columns.
* mtcars %>% select(cyl, disp, hp) %>% head(n = 2)
* cyl disp hp  
  Mazda RX4 6 160 110  
  Mazda RX4 Wag 6 160 110
* You can chain mutate and select by the pipe operator. It works because these functions take a data frame as input and return a data frame as output, which can then be fed into another data-frame-consuming function.
* mtcars %>% mutate(outputCol = mpg + cyl\*disp) %>% select(mpg,cyl,disp,outputCol)
* mpg cyl disp outputCol  
  Mazda RX4 21.0 6 160.0 981.0  
  Mazda RX4 Wag 21.0 6 160.0 981.0  
  Datsun 710 22.8 4 108.0 454.8  
  Hornet 4 Drive 21.4 6 258.0 1569.4  
  Hornet Sportabout 18.7 8 360.0 2898.7  
  Valiant 18.1 6 225.0 1368.1  
  Duster 360 14.3 8 360.0 2894.3  
  Merc 240D 24.4 4 146.7 611.2  
  Merc 230 22.8 4 140.8 586.0  
  Merc 280 19.2 6 167.6 1024.8  
  Merc 280C 17.8 6 167.6 1023.4  
  Merc 450SE 16.4 8 275.8 2222.8  
  Merc 450SL 17.3 8 275.8 2223.7  
  Merc 450SLC 15.2 8 275.8 2221.6  
  Cadillac Fleetwood 10.4 8 472.0 3786.4  
  Lincoln Continental 10.4 8 460.0 3690.4  
  Chrysler Imperial 14.7 8 440.0 3534.7  
  Fiat 128 32.4 4 78.7 347.2  
  Honda Civic 30.4 4 75.7 333.2  
  Toyota Corolla 33.9 4 71.1 318.3  
  Toyota Corona 21.5 4 120.1 501.9  
  Dodge Challenger 15.5 8 318.0 2559.5  
  AMC Javelin 15.2 8 304.0 2447.2  
  Camaro Z28 13.3 8 350.0 2813.3  
  Pontiac Firebird 19.2 8 400.0 3219.2  
  Fiat X1-9 27.3 4 79.0 343.3  
  Porsche 914-2 26.0 4 120.3 507.2  
  Lotus Europa 30.4 4 95.1 410.8  
  Ford Pantera L 15.8 8 351.0 2823.8  
  Ferrari Dino 19.7 6 145.0 889.7  
  Maserati Bora 15.0 8 301.0 2423.0  
  Volvo 142E 21.4 4 121.0 505.4
* In certain cases, you want to exclude columns from a data frame instead. Here’s an example.
* mtcars %>% select(!cyl) %>% head(n=3)
* mpg disp hp drat wt qsec vs am gear carb  
  Mazda RX4 21.0 160 110 3.90 2.620 16.46 0 1 4 4  
  Mazda RX4 Wag 21.0 160 110 3.90 2.875 17.02 0 1 4 4  
  Datsun 710 22.8 108 93 3.85 2.320 18.61 1 1 4 1
* If you want to exclude multiple columns, this doesn’t work mtcars %>% select(!cyl, !am)
* Either of these work though:
* mtcars %>% select(!cyl & !am)
* mpg disp hp drat wt qsec vs gear carb  
  Mazda RX4 21.0 160.0 110 3.90 2.620 16.46 0 4 4  
  Mazda RX4 Wag 21.0 160.0 110 3.90 2.875 17.02 0 4 4  
  Datsun 710 22.8 108.0 93 3.85 2.320 18.61 1 4 1  
  Hornet 4 Drive 21.4 258.0 110 3.08 3.215 19.44 1 3 1  
  Hornet Sportabout 18.7 360.0 175 3.15 3.440 17.02 0 3 2  
  Valiant 18.1 225.0 105 2.76 3.460 20.22 1 3 1  
  Duster 360 14.3 360.0 245 3.21 3.570 15.84 0 3 4  
  Merc 240D 24.4 146.7 62 3.69 3.190 20.00 1 4 2  
  Merc 230 22.8 140.8 95 3.92 3.150 22.90 1 4 2  
  Merc 280 19.2 167.6 123 3.92 3.440 18.30 1 4 4  
  Merc 280C 17.8 167.6 123 3.92 3.440 18.90 1 4 4  
  Merc 450SE 16.4 275.8 180 3.07 4.070 17.40 0 3 3  
  Merc 450SL 17.3 275.8 180 3.07 3.730 17.60 0 3 3  
  Merc 450SLC 15.2 275.8 180 3.07 3.780 18.00 0 3 3  
  Cadillac Fleetwood 10.4 472.0 205 2.93 5.250 17.98 0 3 4  
  Lincoln Continental 10.4 460.0 215 3.00 5.424 17.82 0 3 4  
  Chrysler Imperial 14.7 440.0 230 3.23 5.345 17.42 0 3 4  
  Fiat 128 32.4 78.7 66 4.08 2.200 19.47 1 4 1  
  Honda Civic 30.4 75.7 52 4.93 1.615 18.52 1 4 2  
  Toyota Corolla 33.9 71.1 65 4.22 1.835 19.90 1 4 1  
  Toyota Corona 21.5 120.1 97 3.70 2.465 20.01 1 3 1  
  Dodge Challenger 15.5 318.0 150 2.76 3.520 16.87 0 3 2  
  AMC Javelin 15.2 304.0 150 3.15 3.435 17.30 0 3 2  
  Camaro Z28 13.3 350.0 245 3.73 3.840 15.41 0 3 4  
  Pontiac Firebird 19.2 400.0 175 3.08 3.845 17.05 0 3 2  
  Fiat X1-9 27.3 79.0 66 4.08 1.935 18.90 1 4 1  
  Porsche 914-2 26.0 120.3 91 4.43 2.140 16.70 0 5 2  
  Lotus Europa 30.4 95.1 113 3.77 1.513 16.90 1 5 2  
  Ford Pantera L 15.8 351.0 264 4.22 3.170 14.50 0 5 4  
  Ferrari Dino 19.7 145.0 175 3.62 2.770 15.50 0 5 6  
  Maserati Bora 15.0 301.0 335 3.54 3.570 14.60 0 5 8  
  Volvo 142E 21.4 121.0 109 4.11 2.780 18.60 1 4 2
* mtcars %>% select(!cyl) %>% select(!am)
* mpg disp hp drat wt qsec vs gear carb  
  Mazda RX4 21.0 160.0 110 3.90 2.620 16.46 0 4 4  
  Mazda RX4 Wag 21.0 160.0 110 3.90 2.875 17.02 0 4 4  
  Datsun 710 22.8 108.0 93 3.85 2.320 18.61 1 4 1  
  Hornet 4 Drive 21.4 258.0 110 3.08 3.215 19.44 1 3 1  
  Hornet Sportabout 18.7 360.0 175 3.15 3.440 17.02 0 3 2  
  Valiant 18.1 225.0 105 2.76 3.460 20.22 1 3 1  
  Duster 360 14.3 360.0 245 3.21 3.570 15.84 0 3 4  
  Merc 240D 24.4 146.7 62 3.69 3.190 20.00 1 4 2  
  Merc 230 22.8 140.8 95 3.92 3.150 22.90 1 4 2  
  Merc 280 19.2 167.6 123 3.92 3.440 18.30 1 4 4  
  Merc 280C 17.8 167.6 123 3.92 3.440 18.90 1 4 4  
  Merc 450SE 16.4 275.8 180 3.07 4.070 17.40 0 3 3  
  Merc 450SL 17.3 275.8 180 3.07 3.730 17.60 0 3 3  
  Merc 450SLC 15.2 275.8 180 3.07 3.780 18.00 0 3 3  
  Cadillac Fleetwood 10.4 472.0 205 2.93 5.250 17.98 0 3 4  
  Lincoln Continental 10.4 460.0 215 3.00 5.424 17.82 0 3 4  
  Chrysler Imperial 14.7 440.0 230 3.23 5.345 17.42 0 3 4  
  Fiat 128 32.4 78.7 66 4.08 2.200 19.47 1 4 1  
  Honda Civic 30.4 75.7 52 4.93 1.615 18.52 1 4 2  
  Toyota Corolla 33.9 71.1 65 4.22 1.835 19.90 1 4 1  
  Toyota Corona 21.5 120.1 97 3.70 2.465 20.01 1 3 1  
  Dodge Challenger 15.5 318.0 150 2.76 3.520 16.87 0 3 2  
  AMC Javelin 15.2 304.0 150 3.15 3.435 17.30 0 3 2  
  Camaro Z28 13.3 350.0 245 3.73 3.840 15.41 0 3 4  
  Pontiac Firebird 19.2 400.0 175 3.08 3.845 17.05 0 3 2  
  Fiat X1-9 27.3 79.0 66 4.08 1.935 18.90 1 4 1  
  Porsche 914-2 26.0 120.3 91 4.43 2.140 16.70 0 5 2  
  Lotus Europa 30.4 95.1 113 3.77 1.513 16.90 1 5 2  
  Ford Pantera L 15.8 351.0 264 4.22 3.170 14.50 0 5 4  
  Ferrari Dino 19.7 145.0 175 3.62 2.770 15.50 0 5 6  
  Maserati Bora 15.0 301.0 335 3.54 3.570 14.60 0 5 8  
  Volvo 142E 21.4 121.0 109 4.11 2.780 18.60 1 4 2
* It is difficult to explain why mtcars%>%select(!cyl,!am) doesn’t work without digging into the mechanics of tidyselect. We shall not do so.
* These methods require one to explicitly name the columns. It is possible to select/deselect columns based on pattern matching or regular expression. See this for helper functions.

### Dplyr - filter

* This allows you to select a subset of the original data set satisfying a certain condition.
* As an example, let us select the rows of mtcars where cyl has the value 6.
* mtcars %>% filter(cyl == 6) %>% head()
* mpg cyl disp hp drat wt qsec vs am gear carb  
  Mazda RX4 21.0 6 160.0 110 3.90 2.620 16.46 0 1 4 4  
  Mazda RX4 Wag 21.0 6 160.0 110 3.90 2.875 17.02 0 1 4 4  
  Hornet 4 Drive 21.4 6 258.0 110 3.08 3.215 19.44 1 0 3 1  
  Valiant 18.1 6 225.0 105 2.76 3.460 20.22 1 0 3 1  
  Merc 280 19.2 6 167.6 123 3.92 3.440 18.30 1 0 4 4  
  Merc 280C 17.8 6 167.6 123 3.92 3.440 18.90 1 0 4 4
* You can also combine multiple conditions using Boolean algebra. For example:
* mtcars %>% filter(cyl == 6 & mpg > 15) %>% head()
* mpg cyl disp hp drat wt qsec vs am gear carb  
  Mazda RX4 21.0 6 160.0 110 3.90 2.620 16.46 0 1 4 4  
  Mazda RX4 Wag 21.0 6 160.0 110 3.90 2.875 17.02 0 1 4 4  
  Hornet 4 Drive 21.4 6 258.0 110 3.08 3.215 19.44 1 0 3 1  
  Valiant 18.1 6 225.0 105 2.76 3.460 20.22 1 0 3 1  
  Merc 280 19.2 6 167.6 123 3.92 3.440 18.30 1 0 4 4  
  Merc 280C 17.8 6 167.6 123 3.92 3.440 18.90 1 0 4 4
* Since the “and” operator is used so often, filter has its own built-in syntax, where you can supply an arbitrary number of conditions:
* mtcars %>% filter(cyl == 6, mpg > 15) %>% head()
* mpg cyl disp hp drat wt qsec vs am gear carb  
  Mazda RX4 21.0 6 160.0 110 3.90 2.620 16.46 0 1 4 4  
  Mazda RX4 Wag 21.0 6 160.0 110 3.90 2.875 17.02 0 1 4 4  
  Hornet 4 Drive 21.4 6 258.0 110 3.08 3.215 19.44 1 0 3 1  
  Valiant 18.1 6 225.0 105 2.76 3.460 20.22 1 0 3 1  
  Merc 280 19.2 6 167.6 123 3.92 3.440 18.30 1 0 4 4  
  Merc 280C 17.8 6 167.6 123 3.92 3.440 18.90 1 0 4 4
* The original code combines the conditions cyl == 6 AND mpg > 15 and filters based on this one condition. The second version filters twice, based on two conditions. The desired effect is the same in the end.

### Dplyr::group\_by and dplyr::summarise

**Q: What does :: mean in R?**

* An Extremely powerful techniques when data entires can be categorised into groups.
* For our example, consider the iris dataset. Each row is an observation from a flower, which can be one of the three species: vetosa, versicolor, and virginica.
* Suppose that we want to find the mean Sepal.Length of each group. This involves partitioning iris into three sub-datasets, and compute the mean Sepal.Length three times.
* A solution with dplyr can look like this:
* iris%>%group\_by(Species)%>%summarise(meanLength = mean(Sepal.Length))
* # A tibble: 3 × 2  
   Species meanLength  
   <fct> <dbl>  
  1 setosa 5.01  
  2 versicolor 5.94  
  3 virginica 6.59
* You can compute an arbitrary number of by-group summary statistics in one call to summarise, for instance:
* iris%>%group\_by(Species)%>%summarise(meanLength = mean(Sepal.Length),maxLength = max(Sepal.Length))
* # A tibble: 3 × 3  
   Species meanLength maxLength  
   <fct> <dbl> <dbl>  
  1 setosa 5.01 5.8  
  2 versicolor 5.94 7   
  3 virginica 6.59 7.9
* Note that group\_by partiions by unique values of the grouping column. Although it makes sense to group by a categorical column, we can equally well group by numeric columns.
* To demonstrate this, let’s consider the mtcars dataset again. The cyl column is a numeric column showing the number of cylinders in a vehicle, but we can treat it as a categorical variable for vehicle type.
* mtcars %>% group\_by(cyl) %>% summarise(avgDisp = mean(disp))
* # A tibble: 3 × 2  
   cyl avgDisp  
   <dbl> <dbl>  
  1 4 105.  
  2 6 183.  
  3 8 353.
* If you want to categorise your data at a finer level than offered by one categorical variable, we can group\_by multiple columns. As an example, given the number of cyl, we want to further distinguish between automatic (am == 0) and manual (am==1) vehicles.

```{r}  
mtcars %>% group\_by(cyl, am) %>% summarise(avgDisp = mean(disp))  
```

**Q: We get the following note `summarise()` has grouped output by 'cyl'. You can override using the `.groups` argument, please investigate what this means and comment in the code above.**

### Dplyr::arrange

* As the name suggests, this arranges the rows in a certain order. As an example, let’s arrange mtcars in the increasing order of mpg:
* mtcars %>% arrange(mpg) %>% head()
* mpg cyl disp hp drat wt qsec vs am gear carb  
  Cadillac Fleetwood 10.4 8 472 205 2.93 5.250 17.98 0 0 3 4  
  Lincoln Continental 10.4 8 460 215 3.00 5.424 17.82 0 0 3 4  
  Camaro Z28 13.3 8 350 245 3.73 3.840 15.41 0 0 3 4  
  Duster 360 14.3 8 360 245 3.21 3.570 15.84 0 0 3 4  
  Chrysler Imperial 14.7 8 440 230 3.23 5.345 17.42 0 0 3 4  
  Maserati Bora 15.0 8 301 335 3.54 3.570 14.60 0 1 5 8
* For descending order:
* mtcars %>% arrange(desc(mpg)) %>% head()
* mpg cyl disp hp drat wt qsec vs am gear carb  
  Toyota Corolla 33.9 4 71.1 65 4.22 1.835 19.90 1 1 4 1  
  Fiat 128 32.4 4 78.7 66 4.08 2.200 19.47 1 1 4 1  
  Honda Civic 30.4 4 75.7 52 4.93 1.615 18.52 1 1 4 2  
  Lotus Europa 30.4 4 95.1 113 3.77 1.513 16.90 1 1 5 2  
  Fiat X1-9 27.3 4 79.0 66 4.08 1.935 18.90 1 1 4 1  
  Porsche 914-2 26.0 4 120.3 91 4.43 2.140 16.70 0 1 5 2
* You can also arrange by multiple columns, first by the number of cyl, then mpg:
* mtcars %>% arrange(cyl, mpg) %>% head()
* mpg cyl disp hp drat wt qsec vs am gear carb  
  Volvo 142E 21.4 4 121.0 109 4.11 2.780 18.60 1 1 4 2  
  Toyota Corona 21.5 4 120.1 97 3.70 2.465 20.01 1 0 3 1  
  Datsun 710 22.8 4 108.0 93 3.85 2.320 18.61 1 1 4 1  
  Merc 230 22.8 4 140.8 95 3.92 3.150 22.90 1 0 4 2  
  Merc 240D 24.4 4 146.7 62 3.69 3.190 20.00 1 0 4 2  
  Porsche 914-2 26.0 4 120.3 91 4.43 2.140 16.70 0 1 5 2

### Lexical Scoping & NSE (Optional)

* This section is optional, but it will help you understand more thoroughly how R looks for its variables, i.e. its scoping rules.
* Let’s have a look at the following example. I have selected only the first two columns to make the output more succinct.
* external = 1:32  
  mtcars%>%select(mpg,cyl)%>%mutate(out1 = cyl^2,out2=external^2)
* mpg cyl out1 out2  
  Mazda RX4 21.0 6 36 1  
  Mazda RX4 Wag 21.0 6 36 4  
  Datsun 710 22.8 4 16 9  
  Hornet 4 Drive 21.4 6 36 16  
  Hornet Sportabout 18.7 8 64 25  
  Valiant 18.1 6 36 36  
  Duster 360 14.3 8 64 49  
  Merc 240D 24.4 4 16 64  
  Merc 230 22.8 4 16 81  
  Merc 280 19.2 6 36 100  
  Merc 280C 17.8 6 36 121  
  Merc 450SE 16.4 8 64 144  
  Merc 450SL 17.3 8 64 169  
  Merc 450SLC 15.2 8 64 196  
  Cadillac Fleetwood 10.4 8 64 225  
  Lincoln Continental 10.4 8 64 256  
  Chrysler Imperial 14.7 8 64 289  
  Fiat 128 32.4 4 16 324  
  Honda Civic 30.4 4 16 361  
  Toyota Corolla 33.9 4 16 400  
  Toyota Corona 21.5 4 16 441  
  Dodge Challenger 15.5 8 64 484  
  AMC Javelin 15.2 8 64 529  
  Camaro Z28 13.3 8 64 576  
  Pontiac Firebird 19.2 8 64 625  
  Fiat X1-9 27.3 4 16 676  
  Porsche 914-2 26.0 4 16 729  
  Lotus Europa 30.4 4 16 784  
  Ford Pantera L 15.8 8 64 841  
  Ferrari Dino 19.7 6 36 900  
  Maserati Bora 15.0 8 64 961  
  Volvo 142E 21.4 4 16 1024
* When mutate evaluates the computations supplied to it, it will: Treat the columns of the master data frame as if they were variables, then If such a column cannot be found (e.g. the external variable above), it will search outside of the data frame for a variable whose name matches.
* This mechanism is called lexical scoping. We will not explore this further, but the interested students are suggested to consult [Advanced R by Wickham].
* Unfortunately this opens up the following issue, if you have another cyl variable defined outside the data frame, e.g: cyl <- 1:32.
* How to you target it in mutate? The easiest solution is to enforce some naming scheme to avoid this situation.
* Let’s take a look at a tangential, but related, example.There are several ways in which one can load a package:
* library(dplyr)  
  library("dplyr")
* library can interpret both a string of characters and the codes. If supply codes, library will first convert this into a character strings.
* In general, R can access the codes you type and convert them into strings. This behavior is called Non-Standard Evaluation (NSE).
* The situation is a bit more complicated, for example:
* dplyr <- "purrr"  
  library(dplyr)
* This seems rather ambiguous. What do you think R will do?
* NSE is employed extensively in R, and thoroughly in dplyr and tidyverse.
* Again, we will not explore this further. But if you’re not getting the expected results, scoping issues and NSE often are the source of errors. It is worth bearing in mind these concepts

## Case Study: A Motor Third-party Liability Policies

As an example, we look at a data set containing risk features and claim numbers collected for nearly 700,000 MTPL policies observed over a year.

We conduct an initial numerical analysis to prepare for regression modelling. The response variable for the regression is the number of claims of each policy during the exposure period. Among all the policies, 94.98% have no claims. 9 variables are selected to explain the response, including:

1. IDpol: policy ID.
2. ClaimNb: Number of claims during the exposure period
3. Exposure : The exposure period.
4. Area: The area code.
5. VehPower: The power of the car (ordered categorical).
6. VehAge: The vehicle age, in years
7. DrivAge: The driver age, in years
8. BonusMalus: Bonus/malus, between 50 and 350: <100 means bonus, >100 means malus in France.
9. VehBrand: The car brand (unordered categories).
10. VehGas: The car gas, Diesel or regular.
11. Density: The density of inhabitants (number of inhabitants per km2) in the city the driver of the car lives in.
12. Region: the policy regions in France (based on a standard French classification)

Visit this [link](https://www.openml.org/search?type=data&sort=runs&id=41214) and download the .csv spreadsheet. Install and load the package readr. Type ?readr::read\_csv to read its documentation. Use the following code to interactively load the data set. (Note: set session to current directory, save the data set in the same folder to run the code below). You can also find the freMTPL2freq.csv on my github website.

library(readr)

Warning: package 'readr' was built under R version 4.2.3

dat <- read\_csv("freMTPL2freq.csv")

Rows: 678013 Columns: 12  
── Column specification ────────────────────────────────────────────────────────  
Delimiter: ","  
chr (4): Area, VehBrand, VehGas, Region  
dbl (8): IDpol, ClaimNb, Exposure, VehPower, VehAge, DrivAge, BonusMalus, De...  
  
ℹ Use `spec()` to retrieve the full column specification for this data.  
ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

Use the function str to have a quick overview of the dataset:

str(dat)

spc\_tbl\_ [678,013 × 12] (S3: spec\_tbl\_df/tbl\_df/tbl/data.frame)  
 $ IDpol : num [1:678013] 1 3 5 10 11 13 15 17 18 21 ...  
 $ ClaimNb : num [1:678013] 1 1 1 1 1 1 1 1 1 1 ...  
 $ Exposure : num [1:678013] 0.1 0.77 0.75 0.09 0.84 0.52 0.45 0.27 0.71 0.15 ...  
 $ Area : chr [1:678013] "D" "D" "B" "B" ...  
 $ VehPower : num [1:678013] 5 5 6 7 7 6 6 7 7 7 ...  
 $ VehAge : num [1:678013] 0 0 2 0 0 2 2 0 0 0 ...  
 $ DrivAge : num [1:678013] 55 55 52 46 46 38 38 33 33 41 ...  
 $ BonusMalus: num [1:678013] 50 50 50 50 50 50 50 68 68 50 ...  
 $ VehBrand : chr [1:678013] "B12" "B12" "B12" "B12" ...  
 $ VehGas : chr [1:678013] "Regular" "Regular" "Diesel" "Diesel" ...  
 $ Density : num [1:678013] 1217 1217 54 76 76 ...  
 $ Region : chr [1:678013] "R82" "R82" "R22" "R72" ...  
 - attr(\*, "spec")=  
 .. cols(  
 .. IDpol = col\_double(),  
 .. ClaimNb = col\_double(),  
 .. Exposure = col\_double(),  
 .. Area = col\_character(),  
 .. VehPower = col\_double(),  
 .. VehAge = col\_double(),  
 .. DrivAge = col\_double(),  
 .. BonusMalus = col\_double(),  
 .. VehBrand = col\_character(),  
 .. VehGas = col\_character(),  
 .. Density = col\_double(),  
 .. Region = col\_character()  
 .. )  
 - attr(\*, "problems")=<externalptr>

## Tasks

1. VehGas is a character column. For regressions - it should be a factor column. A factor vector is made of underlying numeric data (for mathematical categorisation) and factor labels (to retain qualitative data). Use mutate to convert the VehGas column to a factor column. *Hint: Consult ?factor*

* dat <- dat %>% mutate(VehGas = factor(VehGas))

1. Some entries have an excessively high ClaimNb. One possible reason is that they might be bulk policies. Similar issues are seen with Exposure. One crude way to address this is to bound the ClaimNb and Exposure columns from above by 4 and 1, respectively. *Hint: consult the documentation of the pmin and pmax functions in base R.*

* dat <- dat %>%  
   mutate(ClaimNb = pmin(ClaimNb, 4),   
   Exposure = pmin(Exposure, 1))

1. By using mutate, create a new column storing the logarithm of the Exposure column.

* dat <- dat %>% mutate(logExposure = log(Exposure))

1. Create a new column that maps Area to numerical data. For instance, map “A” to 1, “B” to 2, etc. *Hint: write a function for this, then use mutate.*

* # Create a function to map Area to numerical data  
  map\_area\_to\_number <- function(area) {  
   areas <- c("A", "B", "C", "D", "E", "F", "G", "H", "I", "J")  
   return(which(areas == area))  
  }  
    
  dat <- dat %>% mutate(AreaNumeric = sapply(Area, map\_area\_to\_number))

1. Now create a histogram of ClaimNb using ggplot2. As you may see, the y-axis has numbers in the form of 0e+00 to 6e+05. How can change this to numerical variables?

* library(ggplot2)
* Warning: package 'ggplot2' was built under R version 4.2.3
* # ClaimNb  
  fig1 <- ggplot(dat, aes(x = ClaimNb)) +  
   geom\_histogram(fill = "lightblue", color = "black", bins = 5) +  
   labs(x = "Number of Claims", y = "Frequency") +  
   theme\_minimal()  
  fig1
* ![](data:image/png;base64,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)

1. Create a function which allows you to plot each explanatory variable according to the number of claims. (*Hint: Start with plotting the ClaimNb against a single covariate and see if you can create a function that you can use for all covariates.)* As you can see, some of the continuous variables do not look very nice. Can you transform them to categorical variables?

* # Define a function to create bar plots for categorical variables  
  plot\_categorical <- function(var) {  
   ggplot(dat %>%  
   group\_by(.data[[var]]) %>%  
   summarise(mean\_count = mean(ClaimNb, na.rm = TRUE)),  
   aes(x = factor(.data[[var]]), y = mean\_count, fill = factor(.data[[var]]))) +  
   geom\_col(show.legend = FALSE) +  
   labs(x = var,  
   y = "Number of Claims") +  
   theme\_minimal() +  
   theme(axis.text.x = element\_text(angle = 45, hjust = 1))  
  }  
    
  # List of categorical variables  
  categorical\_vars <- c("VehGas", "Region", "AreaNumeric",  
   "VehBrand", "BonusMalus","VehPower", "VehAge", "DrivAge",  
   "Density")  
    
  # Generate plots  
  categorical\_plots <- lapply(categorical\_vars, plot\_categorical)  
  categorical\_plots
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1. Try and see if you can find any interactions between the variables.

* # For example, this is a plot DrivAge against VehBrand  
  ggplot(dat, aes(x = factor(VehBrand), y = DrivAge)) +  
   geom\_boxplot(fill = "lightblue") +  
   labs(x = "VehBrand",  
   y = "DrivAge") +  
   theme\_minimal()
* ![](data:image/png;base64,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)

## Additional Exercises Functions in R

1. Write an R function, choose.members(n,c,p), that returns the number of ways to choose members from an organization of people to serve on an executive committee consisting of “named positions” (e.g., president, vice-president, treasurer, and so on…), and at-large members of equal rank, as the sample output below suggests. *Hint: Use the built-in functions: factorial() and choose(). First please use help and the name of each function, for example, help(factorial).*

* #Exercise 1  
    
  choose.members = function(n,c,p) {  
   return(factorial(n)\*choose(p,n)\*choose(p-n,c))  
  }

1. Write an R function, number.sequence(n), that returns a vector that has the form and has exactly terms, as the sample output below suggests.

* #Exercise 2  
    
  number.sequence = function(n) {  
   squares = (2:(n+1))^2  
   odds = 2\*(1:n)+1  
   return(squares \* odds)  
  }

1. Write a function is.even(n) in R that returns TRUE when is even and FALSE otherwise. Then, using is.even(n), write a function evens.in(v) that returns a vector comprised of the even integers in a vector of integers.

* #Exercise 3  
    
  is.even = function(n) {  
   return( n %% 2 == 0 )  
  }  
    
  evens.in = function(v) {  
   return(v[is.even(v)])  
  }

1. The sequence of consecutive differences of a given sequence of numbers, , is the sequence . Write a function consecutive.differences(v) that computes the consecutive differences of the elements of some vector .

* #Exercise 4   
    
  consecutive.differences = function(v) {  
   a = v[-1]  
   b = v[-length(v)]  
   return(a-b)  
  }

1. Write a function histogram.for.simulated.uniform.data(n,num.bars) that will simulate values following a uniform distribution and then plot the corresponding histogram. The histogram should have num.bars bars (although depending on the random data produced, it is possible that some interior bars might be zero-high).

* #Exercise 5  
  histogram.for.simulated.uniform.data = function(n,num.bars) {  
   data = runif(n)  
   bin.width = (max(data)-min(data))/num.bars  
   cols = c("red","white")  
   brks = seq(from=min(data),to=max(data),by=bin.width)  
   hist(data,breaks=brks,col=cols)  
  }